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ABSTRACT
Although several methods of simulation-based SFC have been suggested for the SFCS, these researches paid only attention to the generation of a target simulation code and could not be fully integrated with the SFCS. Hence, this paper focuses on the conceptual architecture for the rapid and adaptive realization of a simulation-based SFCS for a discrete part manufacturing system. The developed simulation-based SFCS can process non-linear process plans. To this end, the new simulator engine must be developed. It advances the simulation clock and drives the simulation-based SFCS by investigating the information contents specified in the process and resource models.

1 INTRODUCTION
A shop floor control system (SFCS) is the central part of a computer integrated manufacturing (CIM) system. It governs the “what”, “where”, “when”, and “how” in a shop floor by managing production activities to fill required orders. Receiving process plans from a computer aided process planning (CAPP) system and production orders from a business system, the SFCS is responsible for resolving various problems such as planning and scheduling, task execution, recovery from errors, etc. In particular, the process plan generated from the CAPP system should provide the SFCS with the information requirements necessary to solve these problems.

This paper focuses on the conceptual architecture for the rapid and adaptive realization of a simulation-based SFCS for a discrete part manufacturing system. The developed simulation-based SFCS can process non-linear process plans. To this end, the new simulator engine must be developed. It advances the simulation clock and drives the simulation-based SFCS by investigating the information contents specified in the process and resource models. The proposed architecture can reduce the cost and time significantly in developing and maintaining the SFCS.

2 RELATED WORK
For the implementation of the SFCS, several methods have been suggested. Firstly, the approach based on simulation model generation was proposed. Murray and Sheppard generated the simulation code in SIMAN using the structured interactive dialog for the acquisition of a model specification (Murray and Sheppard 1988). Schroer and Tseng generated the simulation code in GPSS using the interactive dialogue (Schroer and Tseng 1989). Using a batch file containing a list of operation equations and system specification, Yuan et al. generated the simulation code in SIMAN (Yuan et al. 1993). Lee et al. generated the simulation code in Witness (Lee et al. 2000). However, these researches only paid attention to the generation of a target simulation code and could not be fully associated with the SFCS.

There have been many commercial simulators for SFC, but they have either process-oriented view or resource-oriented view. Most of the early simulators, including GPSS (Gorden 1975), SIMAN (Pegden 1982), SIMSCRIPT (Law and Larmey 1984), and SLAM (Pritsker 1986) are examples of process-oriented languages. These simulators use a complex grammar and model systems as networks in which the nodes represent queues and the branches represent the paths connecting those queues. Each queue is connected to a process, and the emphasis is on the flow of entities through those processes – not the processes themselves; the processes themselves and the resources that perform them are hidden. This means that the impact of the resources’ properties and their distribution layout are hidden from the user. Consequently, those simulators cannot easily support the dynamic decisions related to the concurrent movement of parts.
Recent simulators, including WITNESS (AT&T 1995), ProModel (Production 1989), AutoMod (AutoSimulations 1989), and SIMFACTORY (CACI 1990), are resource-oriented languages. They view a system as the specification and arrangement of resources that performs a number of different operations on entities as they flow through the resources. The emphasis is on resources, not the entity flow. The process sequences are hidden within and across resources, as are the part characteristics, which makes it complicated to build a simulation model and modify the built simulation model.

3 DEVELOPMENT OF A SIMULATION-BASED SHOP FLOOR CONTROL SYSTEM

A simulation-based SFCS consist of a simulator engine, decision maker, execution system, and simulation model (resource and process models), and communicates with a business system and equipment controllers. The simulation-based SFCS have the exemplary process as follows. 1) The simulator engine receives the order with the information of a part type, quantity, due-date, and priority from the business system 2) and then requests the part information, process plan, resource information, and relationships among resources to the simulation model. 3) The simulator engine generates concrete tasks for equipment controllers (for example, EID274-D for a milling machine and VAL II for a robot) by calling the decision maker that is responsible for planning and scheduling the given order. 4) The simulator engine operates equipment controllers via the execution system. The architecture of the simulation-based SFCS is described in Figure 1.

4 DEVELOPMENT OF THE SIMULATION MODEL

The simulation model is the basic information of the shop floor. In this paper, the simulation model is developed in both process-oriented and resource-oriented views for the following reasons. First, nonlinear process routings, which include both AND and OR branches, could be modeled more easily. Second, all of the important information about the parts and the resources would be visible, hence changeable, in the model. Third, the decisions made by the SFCS, which require up-to-date information about both the parts and the resources, could be better analyzed.

The process model is comprised of part types, process types like milling or turning processes, AND/OR junctions which represent part flow logic for flexible nonlinear process plan, and links that represent temporal precedence among processes. The resource model is composed of processing like machines, storage like a buffer and AS/RS, and transport like a robot, conveyor, and AGV. The types and symbols used in the process model and resource model are shown in Figure 2 and Figure 3.

- **FIGURE 2**: Symbols used in the process model
- **FIGURE 3**: Types and symbols in the resource model
The process model and resource model should be updated whenever the associated changes occur in the shop floor. In particular, the changes can be classified as followings: 1) arrivals of new parts with new process plans, 2) changes of resource properties, 3) changes of shop layout, and 4) resource breakdowns (resources not available any more).

5 DEVELOPMENT OF THE SIMULATOR ENGINE

The simulator engine has four modules: initializer, clock manager, task manager, and kernel. The initializer sets the preliminary values for the simulation clock, system’s state, and task list. The clock manager selects the next task to be fired from the task list and pushes forward the simulation clock to the time of that task (Law and Kelton 1991). The task manager updates the system’s state, generates future tasks, and adds them to the task list. The kernel manages the other modules. It invokes the initializer and then repeatedly invokes the clock manager and the task manager until the end of the simulation.

While a simulation is running to drive the SFCs, the simulator engine retrieves necessary information from the process and resource models, requests the decision maker to make decisions, generates future tasks, and downloads the generated tasks to the execution system. Hence, the simulator engine should have continuous interactions with the simulation model, decision maker, and execution system. The detailed information flow around the simulator engine is illustrated in FIGURE 4.

6 CASE STUDY

The result and progress of the simulator engine are shown in FIGURE 5 and FIGURE 6. The process model consists of one head, seven processes, and four junctions. The resource model consists of two machines and one robot.

After running the simulation, the AND and OR junctions of process plan are resolved by the process sequence and path selection rules which are determined by the decision maker. The resulting sequence of processes - FACE MILL -> SLOT1 -> POCKET -> DRILL1 -> DRILL2 -> END MILL - is shown in the top left window in FIGURE 5. The bottom left window in FIGURE 6 shows the detailed log of the progress and status of the simulation for SFC.

7 CONCLUSION

The conceptual architecture proposed in this paper is a new paradigm of simulation for SFC. It is made possible by the
integration of process and resource models. The simulator engine advances the simulation clock and manages the tasks by investigating various pieces of information specified in the process and resource models.

In particular, the development time and cost of a SFCS can be significantly reduced and the modification of a SFCS can be facilitated. Moreover, the SFCS can be reconfigured to meet the dynamic changes of the shop environment by regenerating the simulation model. With the proposed concepts, process planning and shop floor control can be systematically integrated and therefore its development and integration cost can be drastically decreased.
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